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Abstract

This paper describes a new block encryption algorithm that uses the Hill’s modified algorithm for
faster efficiency process. This allows us to increase the encryption and decryption speeds so as not to
reduce the algorithm's resistance to cryptanalytic attacks.

AHoTaNIisa
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Introduction

Algorithm options: block size 128 bits, secret key length -128 bits, PRNG initial values:
a, xq b (these settings are the key).
Description of the algorithm :

e In the first stage, the encrypted text is transferred through ASCII codes to the binary
system, which is divided into 128-bit blocks;

e Inthe second step, using ¥ = ax;_, + b(modm) function, we calculate the secret
key, which represents 16 pseudo random numbers in decimal system. None of the key
elements should be equal to 0. A piece of software code (example [1]) counts the

secret key. i Hbes
inta=11,b=5;
kay.push_back (19);
for (inti=1;i<16;i ++)
{inty =a* (kay [i-1] + b)% (256 + i); Q)
while (y==0) {
y =a* (kay [i-1] + b)% (256 +i); }
kay.push_back (y);}

¢ In the third step, the secret key transforms into the binary system by the ASCII codes.
As already mentioned the key length is 128 bits. Using xor operation, each block of key
and encrypted text is collected, given in (example [2]) software code snippet:
{inte=1,1=0;
while(e<=k){
for(int i=0;i<128;i++)
int t=text[l]|binkay[i];
trans.push_back(t);
I++;}
e++;}
for(int i=0;i<(k*128);i++)
cout<<trans[i];
cout<<endl; }
Where k is the number of blocks. The vector elements obtained by the bitwise assembly

of the keys and blocks are divided into bytes and placed in the array [8] [16 * k] matrix;
e In the fourth step X, = 2% (X4 + X, +X,_3) Mod(2* —5) using PRNG, we
calculate the point[16] sixteen pseudo random numbers and subtract their values
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using mod8. The 16 random pseudo-numbers obtained are the points of genetic
operation between the bytes - the crossover[1,2]. Like the secret key, we exclude zero
values here. At these points the crossover is held on the following principle[]: it
intersects the first and second bytes of the first block at point[0], then intersects at the
second and third point[1], and so on until the sixteenth byte intersects with the first
byte of the block. A crossover is held for all k blocks.

For example, let's say we have two bytes:

[ Jo o1 ]1]1]1]1]

If the intersection point is point [0] = 3, the crossover in this text As a result we get:

ENENEN |

e In the fifth stage, the mutation
operation on one bit is completed at the point[i] points found by PRNG in each
byte[3,4]. For example, if we perform a mutation operation on the third bit of our first
byte, we get:

(1 ]0 [1]
¢ In the sixth stage, if each byte of each block of the new matrix is different from the
corresponding byte of the corresponding block of open text, which means that this is
enough to hide the information about the open text well in the resulting cipher text, then
the bytes are converted to symbols. Otherwise we repeat several rounds and during all
rounds the key and crossing points are changed[5].
Let's give an example of encrypting a 128-bit block:
Encrypted text: ,,domain reporters*
Encrypted text in binary system:
01100100 01101111 01101101 01100001 01101001 01101110 00100000 01110010
01100101 01110000 01101111 01110010 01110100 01100101 01110010 01110011

Encrypted text in binary system:

01001111 01111101 11100101 11111111 00111110 01110001 01111111 11110111
11110001 00101111 11010010 11110101 11000101 11101110 00110011 00101111
In the case of the given example, none of the bytes of the encrypted and encrypted text match.
In this case, we only need to do one round.

Decryption is performed using the reverse sequence of encryption operations.
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